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# Inžinerinio projekto užduotis

1. **Dalis.**  (~3 balai). Realizuoti programą, kuri individualiai problemai pateiktų optimalų sprendinį. Nustatyti, prie kokios duomenų apimties sprendinį pavyksta rasti jei programos vykdymo laikas negali būti ilgesnis nei 10 sek.
2. **Dalis.**  (~2 balai). Realizuoti programą, kuri individualios problemos rezultatą pateiktų priimant „lokaliai  geriausią“ sprendinį (pvz. esant keliems pasirinkimams keliauti į skirtingas viršūnes, visuomet renkamasi: pigiausias ar trumpiausias ar  ... kelias)
3. **Dalis.**  (~5 balai). Realizuoti programą, kuri pateiktų sprendinį taikant Genetinio Optimizavimo metodą. Programa pateikti rezultatą turi ne ilgiau, nei per 60 sek.

Faile places\_data.xlsx pateikta informacija apie lankytinas vietas (1 lentelė). Tikslas: kaip galima pigesnio maršruto sudarymas kai:

* priimama, kad kelionės tarp vietų kaina lygi kvadratinei šakniai iš kelionės atstumo;
* reikia aplankyti visas vietas;
* ta pati vieta negali būti aplankyta daugiau nei vieną kartą (tariama, kad vieta aplankyta, jei ją aplankė bet kuris iš keliautojų);
* kelionės pradžios ir pabaigos vieta sutampa (su grįžimu atgal);
* maršrutas planuojamas 3 keliautojam.

# Pirma dalis

Pirmos dalies pseudokodas**:**

TSP\_Implement(Adj\_matrix, s):

cities = [] // Store all cities apart from the source city

for i = 0 to V-1:

if i != s:

cities.append(i)

min\_distance = INFINITY

do:

curr\_distance = 0 // Initialize current path distance

k = s

for i = 0 to cities.size() - 1:

curr\_distance += Adj\_matrix[k][cities[i]]

k = cities[i]

curr\_distance += Adj\_matrix[k][s] // Add distance from last city back to source

min\_distance = min(min\_distance, curr\_distance) // Update minimum distance

while next\_permutation(cities) // Generate next permutation of cities

return min\_distance

Aprašymas**:**

TSP\_Implement metodas yra skirtas spręsti keliaujančio prekeivio problemą (angl. Traveling Salesman Problem, TSP). Pagrindinė idėja yra rasti trumpiausią maršrutą, kuris aplankytų visus miestus tik kartą ir sugrįžtų į pradinį miestą.

Šis metodas naudoja permutacijas, kad sugeneruotų visus galimus maršrutus ir paskaičiuotų kiekvieno maršruto bendrą atstumą. Pradedant nuo pradinio miesto, jis eina per visus likusius miestus ir skaičiuoja atstumą tarp kiekvieno miesto ir jo sekančio miesto maršrute. Galiausiai pridedamas atstumas nuo paskutinio miesto iki pradinio miesto, kad būtų užbaigtas ciklas.

Metodas vykdo permutacijų operaciją, kol visi galimi maršrutai yra išbandyti.

## Kodo analizė

|  |  |  |
| --- | --- | --- |
| public static List<Location> TSP\_Implement(double[,] adjMatrix, int start, List<Location> locations, List<Location> original)  {  locations.Insert(0, original[start]);  int V = locations.Count;  var cities = new List<int>();  for (int i = 1; i < V; i++)  {  cities.Add(i);  }  double minDistance = double.MaxValue;  List<Location> shortestPath = null;  do  {  double currDistance = 0;  int k = start;  var path = new List<Location> { locations[start] };  for (int i = 0; i < cities.Count; i++)  {  currDistance += adjMatrix[k, cities[i]];  k = cities[i];  path.Add(locations[cities[i]]);  }  currDistance += adjMatrix[k, start];  path.Add(locations[0]); // Add the starting location to the end of the path  if (currDistance < minDistance)  {  minDistance = currDistance;  shortestPath = path;  }  } while (NextPermutation(cities));  return shortestPath;  } | Kaina  c  c  c  c  C  c  c  c  c  c  c  c  c  c  c  c  c  c  c  c | Kartai  1  1  n-1  n  1  1  (n-1)!  (n-1)!  (n-1)!  (n-1)!  (n-1)!\*(n-1)  (n-1)!\*n  (n-1)!\*n  (n-1)!\*n  (n-1)!  (n-1)!  (n-1)!  (n-1)!  (n-1)!  1 |

Bendras šio metodo vykdymo laikas priklauso nuo permutacijų skaičiaus, kuris yra n!, kur n yra miestų skaičius. Tai reiškia, kad laiko sudėtingumas yra O(n!). Per didelis miestų skaičius gali sukelti labai didelę laiko sąnaudą, nes permutacijų skaičius eksponentiškai greitai auga. Todėl TSP yra Nepolynominio sunkumo problema.

Tikrinant programos veikimą, kad jis nevirsšytų 10 sekundžių buvo rasta, jog **duomenų apimtis maksimaliai yra mano kompiuteriui apie n=30.**

# Antra dalis

Antros dalies pseudokodas**:**

GreedyTSP(adjMatrix, start):

n = number of locations

visited = array of size n to track visited locations

path = empty list to store the final path

current = start

path.append(current)

visited[current] = true

while path size < n:

nearestNeighbor = -1

minDistance = INFINITY

for i = 0 to n-1:

if i != current and !visited[i] and adjMatrix[current][i] < minDistance:

nearestNeighbor = i

minDistance = adjMatrix[current][i]

if nearestNeighbor = -1:

return NULL // No valid path found

current = nearestNeighbor

path.append(current)

visited[current] = true

return path

Aprašymas**:**

GreedyTSP implimentuoja godų algoritmą. Pagrindinė idėja yra pasirinkti artimiausią kaimyną kiekviename žingsnyje, siekiant sukurti trumpiausią galimą maršrutą.

Šis metodas pradedamas nuo pradinio miesto ir prideda jį į maršruto sąrašą. Tada jis pasirenka artimiausią kaimyną, prideda jį į maršruto sąrašą ir pažymi, kad šis kaimynas buvo aplankytas. Procesas kartojamas, kol visi miestai yra sudėti maršruto sąraše.

Metodas stengiasi rasti trumpiausią galimą maršrutą, pasirenkant artimiausius kaimynus, tačiau tai nėra garantuotas optimalus sprendimas šiai problemai. Greedy algoritmas gali duoti suboptimalų rezultatą, kuris yra trumpesnis nei tiesioginis linijinis maršrutas, bet ne trumpiausias galimas maršrutas.

## Kodo analizė

|  |  |  |
| --- | --- | --- |
| public static List<Location> GreedyTSP(double[,] adjMatrix, int start, List<Location> locations, List<Location> original)  {  int n = locations.Count;  bool[] visited = new bool[n];  List<Location> path = new List<Location>();  locations.Insert(0, original[start]);  path.Add(locations[0]);  visited[0] = true;  while (path.Count < n)  {  int lastCityIndex = path.Count - 1;  double minDistance = double.MaxValue;  int closestCityIndex = -1;  for (int i = 0; i < n; i++)  {  if (!visited[i] && adjMatrix[lastCityIndex, i] < minDistance)  {  minDistance = adjMatrix[lastCityIndex, i];  closestCityIndex = i;  }  }  if (closestCityIndex != -1)  {  path.Add(locations[closestCityIndex]);  visited[closestCityIndex] = true;  }  }  path.Add(original[start]); // Add the starting location to complete the cycle  return path;  } | Kaina  c  c  c  c  c  c  c  c  c  c  c  c  c  c  c  c  c  c  c | Kartai  1  1  1  1  1  1  n-1  n  n  n  (n-1)n  n  n  n  1  1 |

Bendras šio metodo vykdymo laikas yra priklausomas nuo miestų skaičiaus ir skaičiavimo sąnaudų. Naudojant artimiausio kaimyno paiešką kiekviename žingsnyje, bendras laiko sudėtingumas yra O(n^2), kur n yra miestų skaičius. Tai reiškia, kad metodas yra efektyvesnis nei eksponentinis O(n!). Tačiau, nepaisant to, algoritmas gali būti nepakankamai efektyvus dideliems miestų skaičiams.

## Našumo palyginimas

## Grafinė analizė

### Pavyzdiniai duomenys faile data.csv :

A,4314994364,100,20

B,3713676194,400,0

C,5028700202,30,500

D,4829246478,0,600

E,1323938974,700,20

F,3296721649,20,200

G,1416904471,150,400

H,2837707104,10,500

I,5028700985,100,200

### Paprastas algoritmas
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Description automatically generated with medium confidence](data:image/png;base64,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)![A picture containing text, line, diagram, screenshot
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### Godus algoritmas
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Description automatically generated](data:image/png;base64,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)

# Trečia dalis

Aprašymas**:**

geneticTSP metodas (genetinis algoritmas TSP sprendimui) naudoja genetikos algoritmo principus, siekiant rasti artimą optimaliam maršrutą keliautojo. Šio metodo idėja yra simuliuoti evoliucijos procesą, kurio metu generuojamos ir kombinuojamos galimos sprendimų populiacijos, siekiant rasti geriausią maršrutą.

Šio metodo pagrindiniai žingsniai yra:

Pradinė populiacija: Sugeneruojama pradinė atsitiktinė maršrutų populiacija. Kiekvienas maršrutas yra koduojamas kaip chromosoma, kurioje užrašytas miestų lankymo tvarka.

Atpažinimas (fitness): Kiekvienam maršrutui apskaičiuojamas tinkamumo (fitness) įvertis, atsižvelgiant į jo nuotolį arba atstumą. Tinkamumo įvertinimas gali būti atvirkštinis atstumo, kurį norima minimizuoti, arba tiesioginis maršruto kokybės matas.

Selekcija: Atliekama selekcija, kurioje pagal tinkamumo įvertinimus parenkami geriausi maršrutai iš populiacijos, kurie bus paveldėti ir dalyvaus ateities kartose.

Kryžminimas (crossover): Pasirinktiems tėvams atliekamas kryžminimas, perkeliant jų chromosomų dalis vienas į kitą. Tai leidžia sukurti naujus individus, kombinuojant geriausius tėvų savybių.

Mutacija: Naujai sukurta populiacija keičiama mutacijos operacija, kuri atsitiktinai keičia arba pertvarko genetinę informaciją maršrutuose. Tai padeda išvengti pasiekto lokalaus optimumo ir leidžia plėtotis įvairioms galimybėms.

Pakartoti: Šie žingsniai kartojami kelis kartus (kartų skaičius yra parametras), siekiant evoliucionuoti ir gerinti populiacijos maršrutus.

Geriausio sprendimo pasirinkimas: Baigus iteracijas, iš populiacijos parenkamas geriausias individas (maršrutas) pagal tinkamumo įvertinimą. Tai yra suboptimalus arba artimas optimaliam TSP maršrutas.

Genetinis algoritmas naudojamas TSP yra heuristinis metodas, kuris negali garantuotai rasti optimalaus sprendimo, bet gali rasti artimus optimaliam sprendimus. Kodo analizė

|  |  |  |
| --- | --- | --- |
| static Random random = new Random();  public static List<Location> GeneticTSP(double[,] adjMatrix, int start, List<Location> locations, int populationSize, int maxGenerations)  {  int n = locations.Count;  List<int[]> population = InitializePopulation(n, populationSize);  List<Location> bestPath = null;  double bestFitness = double.MaxValue;  for (int generation = 0; generation < maxGenerations; generation++)  {  List<double> fitnessValues = CalculateFitness(adjMatrix, population, locations);  int eliteIndex = GetEliteIndex(fitnessValues);  double eliteFitness = fitnessValues[eliteIndex];  if (eliteFitness < bestFitness)  {  bestFitness = eliteFitness;  bestPath = ConvertToPath(population[eliteIndex], locations);  }  List<int[]> newPopulation = new List<int[]>();  while (newPopulation.Count < populationSize)  {  int[] parent1 = SelectParent(population, fitnessValues);  int[] parent2 = SelectParent(population, fitnessValues);  int[] child = Crossover(parent1, parent2);  child = Mutate(child);  newPopulation.Add(child);  }  population = newPopulation;  }  bestPath.Add(locations[start]); // Add the starting location to complete the cycle  return bestPath;  }  static List<int[]> InitializePopulation(int n, int populationSize)  {  List<int[]> population = new List<int[]>();  for (int i = 0; i < populationSize; i++)  {  int[] individual = Enumerable.Range(0, n).ToArray();  ShuffleArray(individual);  population.Add(individual);  }  return population;  }  static void ShuffleArray(int[] array)  {  int n = array.Length;  for (int i = 0; i < n - 1; i++)  {  int j = random.Next(i, n);  int temp = array[i];  array[i] = array[j];  array[j] = temp;  }  }  static List<double> CalculateFitness(double[,] adjMatrix, List<int[]> population, List<Location> locations)  {  List<double> fitnessValues = new List<double>();  foreach (int[] individual in population)  {  double distance = 0;  for (int i = 0; i < individual.Length - 1; i++)  {  int city1 = individual[i];  int city2 = individual[i + 1];  distance += adjMatrix[city1, city2];  }  distance += adjMatrix[individual[individual.Length - 1], individual[0]];  fitnessValues.Add(1 / distance);  }  return fitnessValues;  }  static int GetEliteIndex(List<double> fitnessValues)  {  int eliteIndex = 0;  double maxFitness = double.MinValue;  for (int i = 0; i < fitnessValues.Count; i++)  {  if (fitnessValues[i] > maxFitness)  {  maxFitness = fitnessValues[i];  eliteIndex = i;  }  }  return eliteIndex;  }  static List<Location> ConvertToPath(int[] individual, List<Location> locations)  {  List<Location> path = new List<Location>();  foreach (int cityIndex in individual)  {  path.Add(locations[cityIndex]);  }  return path;  }  static int[] SelectParent(List<int[]> population, List<double> fitnessValues)  {  int index = RouletteWheelSelection(fitnessValues);  return population[index];  }  static int RouletteWheelSelection(List<double> fitnessValues)  {  double totalFitness = fitnessValues.Sum();  double randomValue = random.NextDouble() \* totalFitness;  double partialSum = 0;  for (int i = 0; i < fitnessValues.Count; i++)  {  partialSum += fitnessValues[i];  if (partialSum >= randomValue)  {  return i;  }  }  return fitnessValues.Count - 1;  }  static int[] Crossover(int[] parent1, int[] parent2)  {  int n = parent1.Length;  int[] child = new int[n];  int startPos = random.Next(n);  int endPos = random.Next(n);  for (int i = 0; i < n; i++)  {  if (startPos < endPos && i > startPos && i < endPos)  {  child[i] = parent1[i];  }  else if (startPos > endPos && !(i < startPos && i > endPos))  {  child[i] = parent1[i];  }  }  for (int i = 0; i < n; i++)  {  if (!child.Contains(parent2[i]))  {  for (int j = 0; j < n; j++)  {  if (child[j] == 0)  {  child[j] = parent2[i];  break;  }  }  }  }  return child;  }  static int[] Mutate(int[] individual)  {  int n = individual.Length;  int mutationPoint1 = random.Next(n);  int mutationPoint2 = random.Next(n);  int temp = individual[mutationPoint1];  individual[mutationPoint1] = individual[mutationPoint2];  individual[mutationPoint2] = temp;  return individual;  } | Kaina | Kartai |